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1. INTRODUCTION TCO DIGITAL C
1.1 What You Got for Your Money

DIGITAL C is an impleﬁeﬁtation of the Small-C compiler originally
published in Dr. Dobbs' Journal. This compiler, which was originally
written to run on 280 and 8080-based systems has been heavily modified
to run on the QL or Thor. " Included with the compiler proper, which
will henceforth be referred to as the Parser to avoid ambiguity, are
two other programs specially written for this implementation, a Code
Generator/Linker and a Library Generator, as well as some library
programs: these two progrqms'are all that we are charging you for.

Chapter 2 of thi? méhualfqil} tell you how to run programs written
in DIGITAL C. It is indispensable for all users, including those who
can program in C. For'gﬁose new to the language, Chapters 3 and 4
contain an introduction to'programming in €, but this can only skim
the surface. For serious study - or if you do not know SuperBASIC
reasonably well - you should get a text on programming in C, such as

Boris Allan

Introducing €

William Collins Sons & Co Ltd
£ 9.95

ISBN 0-00-383105-1

Boris Allan )

C Programming: Principles and Practice
Paradigm

E 12.50

ISBN 0-948825-15-4

Kevin Sullivan

The Big Red Bock of C
Sigma Press

¢ 7.50

ISEN 0-905104-68-4

or the C 'bible' by the creators of the language:

Brian W. Kernighan, Dennis M. Ritchie
The C Programming Language
Prentice-Hall Inc.

ISBN 0-13-110163~3

The DIGITAL C Parser is an integer-only parser handling a subset of
the complete C language. A library is provided to handle fiocating-
point arithmetic and QL input/output.

The feollowing files are included in this package:

cc Parser

cg Code Generator/Linker
ig - _.-Library Generator
mc_obj’ Machine-code module
std lib ., . Standard library
stdio_h Standard definitions

updates_doc Updates to the manual, to be read with
Ouill - only present if needed

config Change the default device, alter the
' ~ screen characteristics

sieve ¢ = Sample program

sort ¢ Sample program

clone " Backup facility



2. COMPILING AND RUNNING DIGITAL C PROGRAMS

2.1 Source Programs

The DIGITAL C microdrive or disk contains two sample programs named
sieve ¢ (a sieve-of-Eratosthenes prime-number algorithm) and sort ¢ (a
multi-purpose sorting program). If you wish to add programs copied
from a magazine or written by yourself, they must be written in ASCII
format. This can be done in QUILL, if you take certain precautions to
prevent non-printing characters from going into the file: set left
margin to 1, indent margin to 1, right margin to suit your screen
display, right justify off and page length to zero (Design command).
Use the Print rather than the Save command, and when you are offered
the default ‘'to printer', type in the name of the file (be sure to
specify a _¢ extension, so that the Parser can deal with it). After
writing the filename and before pressing Enter, remove ti~ Quill disk
or microdrive to make the printer dat file unavailable. Ignore the
'bad or changed medium' message {(for once). Alternatively, if you
have a versicn of QUILL which supports the File Export command, use
this.

It would be vastly preferable, though, to use an editor program to

?rite your files, such as Digital Precision's The Editor. This not
only makes for faster writing and editing but also greatly simplifies
the saving process. Again you must save your programs with a _c

extension so that the Parser can deal with them.

2.2 Parser

This section may safely be skipped if you are not interested in the
theory but only want to run programs.

The original Small-C compiler was written by J. E. Hendrix and
placed in the public domain. A description and source code of the
compiler (and many other useful programs) are contained in "Dr. Dobbs’
Toolbook -of C" published in 1986 by Brady (Prentice Hall), ISBN
_0L§9303—599—8. This is a source of many useful programs. The DIGITAL
Re Parser takes C source code and produces an intermediate-code file.
The 6riginal compiler produced output suitable for a conventional
assembler and linker.

The DIGITAL C Parser produces a numeric intermediate-code file
which is used by the Code Generator/Linker. This approach was taken
because it is much faster: e.g., with the original system it took the
‘compiler abbut 12 minutes to compile itself and a further 13 minutes

“for ar’ assembler to generate an executable program. With the
code-generator approach the Parser takes 6 minutes and the Code
Generator 50 seconds. Large programs can be compiled in separate

modules and the object modules linked together into an executable
program by the Code Generator/Linker. This makes recompilation a much
quicker process when programs are modified, since only those modules
which have been changed need to be recompiled.

2.3 Code Generator/Linker

The DIGITAL C Code Generator/Linker has been specially!written for
the QL, using DIGITAL < itself. It takes object-code modules
generated by the Parser and library modules produced by the Library
Generator, generates 68008 machine code for each module, and links all
modules together to produce an executable program which may be EXEC*d
in the usual way. Executable preograms are limited to 64K {including
runtime dataspace) in size; however, later releases (to be produced if
justified by demand) may have no size limitations. The Code Generator

will tell you if an executable program is too large.



2.5.2 Parser command line

The command line for the Parser contains one or more C source-file
names with optional command-line switches. The source file must be
stored in a file on one of the standard QL devices, e.g. mdvl_, flpz_,
ramt , etc.; and the filename must end with ¢ or C, e.g.
the supplied program mdvl sieve ¢ . Possible command~line switches
are:

-p Pause on error: if an error occurs, the Parser
waits until ENTER is pressed; if ESC 1is pressed,
the program aborts.

-m Monitor progress: this prints the first line of
every C function as it is compilc 1.

~-d/dev Set the default device for C source files: this
overrides mdvl , the default in the compiler suite
as supplied, or whatever default device has been
configured with the config program.

The first item ('argument') on the command line should be a
filename. This is taken for both the input filename (with a _c
extension} and the output filename (with an obj extension). Other

switches and filenames may occur in any order. If other filenames are
included, they are compiled into the same object module.

For éxamplé, tc compile sieve c, any of the following may be typed
in as the command line: )

mdvl sieve ¢ -p -m
sieve -m -d/raml -p
sleve

All of these will produce an object module cailed Siéverpbj .
The command line
fred -p mary ¢ flpl joe —-d/raml_

will attempt to compile raml fred ¢ , raml _mary ¢ and flpl joe c,
pausing after every error. A single object medule raml*fred_pbj will
be produced for input to the Code Generator.

With the TURBO Toolkit, it is possible to compile a program that
will not have to stop for a command line (say, from RAM disk to RAM
disk, with the pause and monitor options) by entering

EXECUTE raml cc;'raml_test -p -m*
2.5.3 Code Generateor/Linker command line

The command line for the Code Generator/Linker contains a mixture of
an output filename, object module names, library module names and
command-line switches. The first name on the line is taken as the
name of the executable task; the others may be in any order, except
that, if you have several library modules, earl’er ones may call
functions in the later ones but not vice versa. If this causes
problems, combine library modules.



2.5.5 Input/Output redirection and pipes

The standard channels stdin and stdout may be changed from the
console window by redirection in the command line. This is not used
in the compiler suite itself but may be used in DIGITAL C programs
(e.g. in the example program sort). Redirection is achieved by

preceding the desired filename with < or > or >> . e.d.

<mdv2 fred in a command line will take standard input from a file
mdv2 fred. Of course this file must already exist.

>mdv2 joe will send standard output to mdv2 joe aftexr deleting any
existing file with that name.

>>mdv2 mary will append standard output to the end of an existing
file mdv2 mary -

Compiled programs may alsco make use of pipes if you have a toolkit
(e.g. Digital Precision's TURBO Toolkit)} which supports pipes. E.g9-,

EXECUTE raml input TO raml test:'option string' TO raml output
will run task raml test, set its input stream {stdin), to raml input,
and set its output stream ({(stdout) to raml output. The error stream
will remain set to the console. Of course the output stream can be
piped on to ancther task.

If input/output redirection is included in the option string (a bit
silly but possible}, this will take priority over what i/0 may have
been specified in the EXECUTE command; e.9.,

EXECUTE raml il TO ramL_;est;‘<raml_i2 >ram1_92' TO ramlﬂol
causes files raml il and raml_pl to be opened but ignored by
raml test. They will be closed on task termination, of course, since
they are owned by the task.

Note that

EXECUTE raml input TO raml_cc

will cause the Parser to read a command line from file ramLﬁinput.
But

EXECUTE raml_input TO raml_cc;'-p -m"
will cause the Parser to compile file raml input. On the other hand,
EXECUTE raml il TO raml_pc;'ram;_i2 -p —m'

will compile raml i2 and ignore raml_il. All perfectly logical, we
assure you.

Output pipes from the Parser are ignored, since output 1is always
sent to an _obj file.



2.6 The Configurator Program

The DIGITAL C
permit you to

suite includes

{a} change

a program

the default device

named config, which will

{originally mdvl_ or flpl ),

and

{b) alter the characteristics of the screen {window
parameters, character size, colours) for the programs ccC,
cqg, lg and config {vyes, you can configure the

configurator!).

To make any of these changes, place
and type

exec mdvi config

The program will ask you a number
case {except the filename, which must
range and a bracketed default vaiue
pressing Enter}. When all questions
displays the requested
te restart.

screen and prompts you either to

your DIGITAL C medium in drive 1

of questions, supplying 1in each
be c¢c, cg, lg or config) both a
{which you can select by simply
have been answered, the program
accept it or

If you accept the changes, you will be asked for the name of another

program to configure.
this stage.

To terminate the program, simply press Enter at
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But what about the many other things the user needs? These elements
are either contained in a library or must be programmed by the user.
Every C system features a standard library; in DIGITAL C it can be
found on your disk/microdrive under the name stq_lib- It is accessed
automatically whenever necessary, without the user having to compile,
link or otherwise connect it with his/her programs. But be sure it is
available on the default device.

Of course the program, if first put down on paper, needs to be
transferred to a file and subsegquently compiled before it can be run.

The routine for this has been given in Section 2.1 and Subsections
2.5.1 to 2.5.3.

3.2 Getting Bolder

Our next program is somewhat longer. It requests two words of input
and compares the numbers of vowels they contain.

maing}

char wordl[255], word2[255];

fputs ("\nFirst word: ",1};

wordinput (wordl) ;

fputs ("Second word: ",1);:

wordinput {(word2) ;

fputs ("\nThe two words have ", 1);

if {(vowelcount (wordl) != vowelcount{word2))

fputs("different numbers",l}:
else

fputs{"the same number",l};
fputs (" of vowels\n",1};

wordinput (word)
char word{255];
int 1i;
i=0;
while { {word[i] = getchar ()} != 10)

putchar {wordli]});
i++;

putchar {10} ;

5

vowe lcount (word)
char word{255%];
gnt i, nvowels;
nvowels=0;
for{i=0; wordli] !'= 0 && wordl[i] != 10;i++}
switch{word[il]}

case 'a':
case 'A':
case 'e':
case "E':
case "i':
case 'I':
case 'o':
case '0':
case 'u':
case 'U’':pvowels=nvowels+l;
break;

return nvowels;
" L]



In DIGITAL C integer and <character variables can often be wused
interchangeably, as the two data types are essentially the same.
Thus, the above program line checks whether word{i] is a linefeed
character (ASCII code 10).

getchar{} is a library function which returns a character from
stdin. Similarly, putchar() writes its character argument to stdout.

The statement i++ illustrates one of the many possible abbreviations
in DIGITAL C. It means nothing else but i=i+l, Other possible
abbreviations are i-- for i=i-1, i+=3 for i=i+j and many more.

The vowelc-unt() function, finally, introduces three more DIGITAL C
statements: for, switch and return.

The for construct in DIGITAL ¢ differs somewhat from SuperBASIC.
The pair of parentheses after the keyword encloses three expressions
separated by semicolons. The first is an initialisation statement,
the second a condition which has to be true for the body of the loop
to be executed, and the third an action to be performed at the end of
each repetition of the loop. Thus, SuperBASIC's :

FOR a = b TO ¢ STEP 4
would come out in DIGITAL C as
for (a=b;a<=sc;at+=d)

There is no restriction on the type of the statements within the
parentheses; any or all of them may even be empty (though the semi-
colons are compulscry). Thus the first statement does not necessarily
assign a value to a loop variable, nor does the second one necessarily
check its value. Some possible for headers are

for{a=1;b<27;c--} or for{;getchar()="x";) .

The && in the for statement in function vowelcount() is eqguivalent
to SuperBASIC's AND; || is equivalent to OR, and ! to NOT. (DIGITAL C
has & and ™ corresponding to SuperBASIC's bitwise && (and) and || (or)
respectively, in case you were wondering ),

Remembering the syntax for if and while, we are not surprised to
note that there is no endfor statement. Again, the body cof the loop
consists of just one (single or compound)} statement. :

The switch construct corresponds to SuperBASIC's SELect group, with
the case prefix replacing the ON statements and default the REMAINDER
keyword; only single cases are allowed. Once the program has found

“the first match, it performs the action prescribed not only for that
case but also for all following cases. This 'fall-through’ is
desirable in our case, but can be avoided if necessary by means of the
break keyword, which causes the program to leave a switch {(or for or
while) construct, much like SuperBASIC's EXIT.

The return statement is an old acquaintance from SuperBASIC. Note
that it is nlot necessary if no value needs to be returned by the
function (see wordinput{})).



#define MAXNUM 8

scans the wheole program for appearances of the so-called symbolic
constant MAXNUM and replaces each with the integer constant 8, whereas

#include filename

merges the contents of filename into the program. NMote that prepro-
cessor statements, not being part of DIGITAL C proper, do not need
semicolons after them. For further information about the preprocessor
and its possible uses see Sections 4.13 and 4.14.

The next two lines introduce us ro the concept of ‘glcbal
variables'. As we have said earlier, most variables in DIGITAL C are
local +to their functions. There is just one excepition: variables
which are defined cutside any function are global, i.e. they can be
accessed anywhere in the program module. Another feature ocf global
variables is that they can be initialised when they are defined.

If within a function a variable is called which is defined not only
outside that function but alsc outside the whole module, it is clearly
necessary to tell the compiler that it must search elsewhere for such
an 'external' variable. This c¢an be accomplished with an extern
statement, such as

extern int x, char c[], &;
As the extern statement refers to global variables, it must occur
before main{) is defined. Note alsoc that the array is not explicitly

dimensioned in the external declaration, this being the privilege of
a global declaration in the called module,.

Back to our sample program: at first glance the function main() does

not introduce any new statements except the function atoi(), which
converts its string argument to an integer and returns the integer
value. But there is one important concept introduced here, the

concept of pointers.

In all standard programming languages, arrays as function parameters
are passed by reference, using the address of the first array element
{(the other elements have consecutive addresses in memory). The method
is made transparent in DIGITAL C: the address of an array (as of any
variable) is called a pointer to the array and accessed by the name of
the array without brackets (see the function c¢alls in main{()). To
refer to the pointer +to a scalar variable var, use &var; the inverse
process (accessing the contents of a given address addr} 1is
accomplished with *addr for both scalar and array variables. Thus the
first and third elements in array cl{] {(i.e. the ones with subscripts
- zero and two) can be accessed by *c and *(c+2) instead of <¢[0] and
cl2].

It is also possible to declare pointers to variables or arrays; the
syntax for this is shown in the first line of read values(). Before
looking at how this is implemented, observe (comparing the de-laration
of help in main() with that of end in read values{() ) that arrays of
size one and scalar variables can be used interchangeably.

3




4. A THUMBNAIL DIGITAL C REFERENCE
4.1 Limitations

This chapter gives a rapid overview of the features of DIGITAL C for

the beginner. It presupposes a reasonable acquaintance with
SuperBASIC.
4.2 Prog~am Line QOrganisation

DIGITAL C 1is fairly permissive about where you put your linefeed
characters; for example, a curly bracket may come at the start or end
of a line or even on a line by itself. Don't, however, try to split a
string (including the gquotes round it) or a name. For your own
convenience, though, sticking to one statemént per line is strongly
recommended .

4.3 Comments

A comment may be placed wherever a space or linefeed 1is legal, as
long as it is preceded by /* and followed by */ .

Comments can span many lines, and it is a common error to forget the
closing */, thus inadvertently commenting out whole functions.

4.4 Constants
Type: Example:
Integer 123 {-32768 to 32767}
Character tx'
String “abc"

Note the difference between single and double guotes.

In the internal representation of a string constant, the computer
marks its end with a null character /0.

Several characters are represented as 'escape segquences', i.e.
preceded by a backslash:

\n line feed (newline)

\f - form feed

\t tab

\b backspace

h\Y {single} backslash

\! single quote

N\### 3 octal digits representing the ASCII value of a character

In all othar character combinations the backslash is disregarded.



4.6 Initialisation

A11 global variables and array elements are initialised to zero by
default. It is, however, possible to initialise global wvariables
explicitly when defining them. The examples

int a = 5;

char ¢ 'x*;

int af] =13,7,5,4,8,6,2,4};
char c[101 = "DIGITAL C\n";

show the syntax rules for initialisation. Note that character arrays
can - but need not - be initialised by strings and that the number of
array elements need not be specified if the variable 1is initialised
explicitly. If the array size has been specified and the number of
initialisers is less than the number of array elements, the remaining
elements are initialised to zero. The number of initialisers must not
be greater than the array size.

The initial value of local variables is undefined. They cannot be
initialised with their declaration and must therefore be assigned a
value before they are first used.

4.7 Scope of Variables

Variables can be declared in two places: at the beginning of any
compound statement (this includes the 'body' of a function
definition), and outside of any function.

If a variable is declared inside a compound statement, it is defined
inside this compound statement and nowhere else; it is local to the
statement or function. Function parameters must always be declared
between the parameter list and the body of the function (see Section
3.2 for an example).

A variable defined outside any function is called a gleobal variable.
It can be accessed by every function in the program module. Of course
global variables can only be initialised when they are defined, i.e.
outside any function.

If two modules are compiled together, module A may use variables
declared in module B (external variables). Such variables must be
declared global in module B and external in module A. The external
declaration differs from the global declaration in that it is preceded
by the keyword extern and that any dimensioning brackets are empty.
The above principle can be extended to more than two modules.



4.9 Expressions

An expression is basically a combination of variables, constants,
function calls, operators and/or .parentheses. Names can be up to 16
charactéers long, with upper and lower case distinguished, and can
consist of letters, digits and the underscore _ . The first character
maist be a letter. As in SuperBASIC, 'logical expressions' are
assigned integer values: O for false, and 1 (or any nen-zerc value on
assignment) for true.

4.10 Statements

There are two tyr=s of statements: single statements, which are
followed by a semicelon; and compound statements (each of which is an
optional list of variable definitions followed by a list of single
and/or compound statements), surrounded by braces. A single statement
may be an assignment, a function call, or one of the following
keywords or keyword combinations.

4.11 Keywords
4.11.1 The if ... else statement

if (expr}
statementl
else
statement2

is similar to the SuperBASIC IF ... ELSE ... ENDIF construct; DIGITAL
¢ also supports the if ... else if ... else variation.

4.11.2 The while statement

while (expr}
statement

repeats statement until the expression is false (equals zero) or the
loop is left with a break statement.

4.11.3 The do ... while statement

do
statement
while {expr)

is similar to the while loop, except that the condition is checked
after the loop, so that statement is executed at least once.

4.11.4 The for statement

for(exprl;expr2;expr3)
statement

works exactly like ;

exprl:
while (expr2)
statement
expri;

All three expressions are optional, the semicolons are not.



4.12 Functions
4.12.1 Function definition

DIGITAL C only allows external function definition, i.e., no
function may be defined inside another function.

The syntax of a function definition is

name {parameter list)
parameter declaration
compound statement

where the parameter list (and with it the declaration}) is optional.
Example:

charcount{line}
char 1ine[l60];

int num;

for (num=1; line[num]!=;\n' && lineinum}!=0; num++}
putchar ("*');

return num;

igs a function that (a) counts the number of characters in a character
array line until a linefeed character or N0 (the end-of-string marker)
is reached, and {b) prints an asterisk for every character.

4,12.2 Function calls

A function can be called either by using it in an expression (in
which case the function must contain a return statement returning a
value, much like a SuperBASIC function) or simply by stating its name
{like a SuperBASIC procedure).

Function parameters are basically passed by value with the exception
of arrays, which are always passed by reference. If you want to pass
a scalar {i.e. non-array) variable by reference, you can do s0 by
passing a pointer to its address.

The final executable program must contain a function called
main() or main{argc, argv) which will ke the first function
executed. If a command 1line 1is requested by the application
program, the arguments argc and argv will be passed to main().
argc is the number of arguments in the command line; argv][] is an
array of pointers to strings:

argv([l) points to the first argument on the command line
{other than the name of the called program);
argv[2] points to the second argument in the command line;

PRSI A Y

argv{0] in DIGITAL C points tc a '*'string.

If your program contains a function called banner, this will be
executed before a command line is requested. The use of function and
variable names beginning with should be avoided otherwise, since
the system uses several such names.

If your program contains a function called _console, this will be
executed before any console window is opened by the entry code. This
is useful for opening your own console window and overriding the
default windows. Your _console function must return the file descrip-

tor of your console window.

<f



4.14 Standard D=finitions

Some standard definitions are contained in a file callied stdioc h .
To make prograus portable to other compilers, these definitions should
be used in place of the constants they represent, ¢.g. stdout instead
of 1 as the numder of the standard ouatpat channel. However, some
authors do not conform to the conventions for standard definitions,
e.g. Dr. Dobbs uses NULL for th2 null string rathsr than for a
non-existent address, opening the door to all sorts of preblems.
Remember th.t strings are terminated with a null character, no matter
what name you use for it, and that the NULL address in DIGITAL C is
-32768 (Hex 8000) and not 0; address 0 actually exists.

4.15 Standard DPIGITAL T Channels

There are three standard channels whan a compiled DIGITAL C projgram

is started up. They have the file descriptors O (stdin), 1 {stdout)
and 2 (stderr) for input, ocutput and error reports respectively (The
threes names in parentheses are conventionally established as

equivalent to the numbers in stdio h). They all use the same QDOS
channel, which is a console channel. If you close one, you will cleose
all three! You are of course free to opean more channels up to a
maximum of 16 (including the three already used).

4,16 Libraries

Libraries are supplied in the file std lib, which, as explained in
section 2.2, must not b2 inzluded in the command line of the Parser.
Thare are three categories of functioas in the library:

{a) standard C functions
(b) QD03 functions
{c) the floating-point library

These are explained below, giving function name and parameters as
well as a brief explanation of the function's operation. Note that
all these library fuactions are centained in std_lib. Where a file
descriptor fd is mentioned, this is the value of the integer returned
by fopen when the file is opened.

4.16.1 Standard C library functions

The following standard library functions are common to nearly all C
systems:

abort{n) int n; Aborts a program, error message if n i= 0.
abs(n} int n; Returns absolute value of n.
atoi{s) char *s; Returns string s converted to an integer.

atoib{s, b) char *s; int b;
Returns string s converted to an integer using base
b.
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fputc(c, £d4} char c; int fd;
Writes character ¢ to file fd.

fpats{str,fd) char *str; int fd;
Writes string str to file fd.

fread{ptr, sz, n, f£d) char *ptr; int sz, n, fd;
Reads n items, each of size sz, from file £4 into

memory at address ptr.

free (addr) Frees allocated memory, addr beiny the address
previously returned by calloc{) or malloc().

freopen(fname, mode, f£d) char *fname, *mode; int £d;
Closes the file indicated by fd, and ~vans a naw
file whose name is fname. Mode is as for fopen(}.
if successful, fd is returnad, otherwise NULL.
fwrite(ptr, sz, n, f£d) char *ptr; int sz, n, f£d;
Writes n items, each of size sz, from memory
starting at address ptr into file fd.
getc (£4) int fd; Returns the next character from file fd.

getchar () Returns the next character from stdin.

gets(str) char *str;
Reads a string into str from stdin.

gstarg(n,s,size,argc,argv) char *s; int n, size, argos, argv;
Locates argiment n from the command linz, moves it
to string s, and returns the length of the string.
argce and argv must be the valuzs provided to
funection main{) when ths program is started.
isalnum(c) char c¢; Returns 1 if ¢ is an alphanumeric character.
isalpha{c) char ¢; Returns 1 if ¢ is an alphabetic character.
isasciilc) char c¢; Returns 1 if c 1s an BSCII character.
isentrl{c) char ¢; Returns 1 if ¢ is a control character.

isdigit(c) char c¢; Returns 1 if ¢ is a digit.

isgraph(c) char ¢; Returns 1 if ¢ is a graphic character (ASTII codes
33..125).

islower (c) char c; Returns 1 if ¢ is lower case.

isprint(c) char ¢; Returns 1 if ¢ is a printable character (ASCIET
codes 32..126).

ispunct{c) char c; Returns 1 if ¢ is a punttuation character.

isspace(c) char c¢; Returns 1 if c is a white-space character (SP, HT,
VT, CR, LF or FF).

isuppar(c} char c; Returns 1 if ¢ is an uppar-case character.

isxdigitic} char c¢;
Returns 1 if c is a hax digit.

itoa(n, s} int n; char *s;
Coaverts integer n to a decimal string.



strepy (s, t) char *s, *t;
Copies striny t to s.

strlen{s) char *s; Returns the lenjth of string s.

strpcat{s, t, n} char *s, *t; int n;
Like strcat{), except that a maximun of n charac-
ters is transferred.

strncmp(s, t, n} char *s, *t; int n;
Like strero(), except that a maximum of n charac-
ters is compared.

strncpy (dest, sour, n} char *dest, *soar; int n;
Like strcpy{), except that n characters are copied.

strrchri{s, c¢) char *s, c;
Like strcnr, except that the rightmost occurrence
of ¢ is found.

tolowar(c} char ¢; Returns lower-case eguivalent of c.
toupper (c) char c; Returns upper-case egquivalent of c.

utoifstr, nbr) char *str; int *nor;
Coaverts the unsigned decimal number represented by
the string at str to an integer at nor and returns
the length of the numeric field fouandi, or ERR if
the number is larger than 65535,

write(fd, ptr, n) int fd; char *ptr; int n;
Writes n bytes from memory starting at address ptr
into file fd.

4.16.2 QD3OS functions

File std lib includes some DL-specific functions which provide the
same oparations as SuperBASIC keywords, usually with thz same name.
There is, howevar, less flexibility than in SuparBASIC, since all
parameters must be included, in particular the file descriptor fd,
which is equivalent to the SuperBASIC channel nuxber.

For the format of fleating-peint arguments see Subsection 4.16.3.

Functions for which no return value is specified in the following
description return the QDJOS error code, i.e.
6 for no arror
-n for an error where n is as described in the QL User Guide.

adate({n) int n; Adjusts the clock by n seconds. Return is und=finz=d.

arc(fd, =1, yl, x2, y2, angle) int £d: ‘float' x1,vl,x2,y2,an3le;
Plots an arc from (xl,yl} to (x2,y2) subtending
angle.

at{fd, line, col) int fd, line, col;
Positions the cursor using character co-ordinates.

baud(rate) int rate; .
Sets the baud rate of the serial interfaces.
Return is undzsfined.



paper (fd, col) int fd, col;
Sets the paper coloui to zol.

point(fd, x, y) int fd; float x, ¥:
Plots a point.

quiet(} Turns off any soand.

scale(fd, s=ale, x, y) int fd; float scale, X, Vi
Sets the graphic scale.

scroll(fd, n} int £d, n;
Scrolls a window up or down.

scrollp(fd, n, part) int £d, n, part:
Szrolls part of a window up or down.

sound(d,pl,p2,x,y.wr,fz,ra) int ...;:
Complete souni specification, like SuperBASIC BEE?
with all parameters.

strip(fd, col) int fd, col;
Sets the strip colour to col.

under (fd, switch) int £4, switch;
Turns underline mode on or off.

window{fd, width, height, x, y) int ...;
Adjusts the size and position of a window.

4.16.3 Floating-point library

The original Small-C did not include fleatiny-point {(real) numders
at all; bat these are nz2cessary on the QL if you wish to use some of
the graphics routines. Tnerefore floating-point library functions

{all the usual mathematical functions plus some conversion functions)
have been providead.

A floating-point numder muast b2 dzclared as a 3-2lement integer
array; e.9.

int al3}, bi3]l, cl3};

declares three floating-point variables a, b and ¢. For tha eguiva-
lent of a = b + ¢ you must write one of the following in your progran:

*a = fadd(b,c);
or a{0) = fadd(b,c};

Similarly for all the othar floating-point operations.

To do saveral operations, they must be programmad separately, €.9-,
if a, b, ¢, d are all floating-point variables, for a = b+ ¢ + 4d you
must write

*3 = fadd(b,c); *a = fadd{a,d}:
or similar. & line such as

*a = fadd{(fadd(b,c),d)

will pnot work.



4.17 Errors
4.17.1 How to interpret error messaces

Most error messagzs in DIGITAL < are szlf-explanatory. Ths2 rather
cryptic "must be lvalue"™ usually means that you have not d=clared a
variable. The error marker appears just after the actual error, so
that a missing s2micolon should often bz located at the and of the
previous line. An =rror in an expression turns off error detection
until the next semicolon, so0 that thare may be further unreported
errors on a line.

As DIGITAL C assumes undeclared identifiers 0o be function names in
another module, undaclared variables may not be detected until the
Codz Generator is run. Variables defined in other modules must be
declared using the extern daclaratioan.

Error reports in the Coda Ganzrator refer to the source module ani
line number where the error was detected and, where relevant, give the
offending identifier. If, say, the required definition of a function
is missing, only the first reference to it is reported, furthar
occurrences being suppressed.

4.17.2 Parser error messages

"Already dzfinesd" Identifier hag been 3eclared before and cannot
legally b= redefine=d, e.g. a global variable with
the same name.

"Bad labal" Tne label follgwing a goto is illegal.

"Cannot assign to pointer"
A pointzr wvaniable cannot be initialissd in a2
declaratioa.

"Can't subscript" Only arrays or |pointer variables may bz followed by
a subscript, i.e. a '[' character.

"Error writing to file"
Whan saving intermediate codz2 to an obj file, a
Q008 error has loccurred, e.g. if the drive is full.

"Global symbol table overflow"
The internal gpace allocated for storing global
variable names has been filled up (a fatal error}.
Use fewer global variables.

"Illegal address" following the & address operator.

"Illegal argument name"
An invalid ida2ntifier has occurred 1in a list of
argumnents in a [function call or declaration.

"Illegal function or declaration"
An invalid identifier has occurred where a function
or other daclarption was expected.

"Illegal symbol" An invalid idzntifier has occurred.

"Invalid expression”
You have mades spme syntax error in an expression.

"Line too loag" After pre-processing, i.e. replacing macros with
their text, the|resulting line 1is too long for the
internal buffer|




"No apostrophe” A ' character has been omitted in an input linz.

"No clesing bracket”
Tnere is a missing 3’ somewh2re in the program.
This messags only occurs at the end of a program.

"Ne comma” Comnas must be used to s2parate arguments in the
argument list of a function call or declaration.

"No final }" & } is missing at the end of a compound statement.

"No matching #if..."
#else or #endif has occurred 1in the source file
without a matching preceding #if.

"No open paren"” The ( characiter mast follow the function name in a
fun-tion declaratioan.

"No pointer arrays"”
You cannot declare an array of pointers.

"No quote™ Tha " character is missing from a lins of input.
"No semicolon™ This message can occur wherever a ; 1s expected.

"Open failure on includs file™
Tne file whose name followad a #include directive
cannot be opened.

"Out of context" One of the keywords Dbreak or continue has occurred
oat of place, e.g. cutside a while loop.

"Staging buffer ocverflow"
The temporary buffer holding code for the obj file
has been filled. Use simpler expressions.

"Too many active whiles”
An internal table holding dotails of while and
similar statem=nts has been filled. Have fewer
nested wnile statemants.

"Too many cases" An internal table helding dztails of case
statements inside a switch statement has been
filled. Use smaller switch statements.

"Wrong number of argumants
In a function declaration the number of argumant
declarations do2s not match the number of arguments

in the argument list.
4,17.3 Code Generator/Linker error messages

In the <Code/Generator/Linker, there are three causes of an error
message:

(4) A user-generated error, e.g. uniefined variable.

(B) A QDO5 system error, e.g. 'drive full', 'bad medium', etc. 'All
you can do if you gzt such a message is try again.

(C) A Parser or Code Gensrator/Linker error. Errors of this type
should naver occur. If ona doss, and is not due to a corrupted
file, please report the occurrence, accompanied with the souarce or
object code which generatas the message, to Digital Precision.
Please try to isolate and minimise the source code which causes
thes error.

Ve



"Label too big" (cause C, form 3)

"Name already exists" (cause A, form 1)
A function or wvariable name has been uged twice.

*name not defined" (cause A, form 2)
A referenzce to a nan-existent function or variable
has been mads.

"Pnase error" {cause C, form 1)
“"Premature end of file" {(cause C, form 3}

"Program toc large" (cause A, form 3)
The compiled program plus requested dataspace is
greater than 64K.

“Symbol table full" (cause A, form 3)
The internal symbol table of the Code Generator/
Linker has been filled. Usas fewar and/or smaller
variables.

" - Too long" (cause A, form 4)
A usgr-gpecified fileanans is fTeoo long. Use a
shorter filename.

"Usagz: outfile onijfile ... libfile ... [-pl [-m] [~d/dev] [-¢/file]
[-nec] [~3#]" (cause A, form 3)
An error has been made in the comnand line; the
permitted format is indicated. i} around a

command-line switch indicate it is optional.

"variable not dafin=d" (causz= A, form 2}
A referenze to a non-existent variable has been
mads .

" - Variable or external sym>ol table error" (caase C, form 4)
4.17.4 Library Generator error messages

The three causes and the four forms of error messajyes in the Library
Generator are th= same as for the Code Generator/Linker.

"Cannot copy negative byte count" (causs C, form 1)

* - Can't open" (cause B, form 4)
An attempt to 2pen a file has failed.

"Close erxror" (cause B, form 3)
A fajlure has occurred whan closing a file.

"Fatal error writing to f£ile™ (cause B, form 3)
b failure has occurred wnen writing to a file.

"Fatal error reading file" (cause B, form 3}
A failure has occurred wnen reading from a file.

“Funcsize space exhausted” {cause T, form 3)
“Instruction ouat of range" (cause C, form 1}
"Invalid instruction® {cause C, form 1)

"Invalid variable typa"™ {cause C, form 1)
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"is doplicated"

"Premature end of file"

"Symaol space exhausted"”

{cause A, form 2}

A function name has been duplicated.

(cause C, form 3)

&n internal table has
genzarate such a large library file.

- Too long" (cause A, form 4)
A usger-gpecified device or

Usz2 a snorter name.

FEATURES
Handfe Quile DOC files
Accept aff chanactens 0-255
Display all charactens 0-255
Printen driving
Simuftaneous prdntingfediting
ALE printen §ns alfowed
Restiniction-free cunsor move
Change defimitens f{or wonrds
Cunson word Leftinight
Cunson startfend of Line
Cunson Lo next truncated Line
Cunson top/end of screenf{ife
Cunson to manken
Cunson to specigied £ine
Cwnson Lo next/prion para
Curson Lo stant/end of bfock
Cunson to Lasl command podint
Non- immediate cunson commands
Page screen fomwarnd/back
Scroll scneen up/down
Dedete chanfwond Left/aight
Speed independent of §i{fesize
Defete to stantiend of Line
Defeote/Un-Defete Eine
Pegine bfock L{n any sequence
Pefete/Move/Copy bloch
Set marnker
Find frem cunnent position
Replace from curnent position
Ser adight/Left/indent mangin
Switchable case sensitivity
Set tabs - negulartadymmeirdc
Remove Zfabs
Expand tLabs
Compress tabs
Justify Leftinight
Justify centre/middie
Paragraph nefomm {selective}
Ouenstrike/insent mode
Case transfate - Lo UPPER
Case translate -~ Lo fowen
Case transfate - Lo Mixed
Woad wrap
Move bfock
Retain definition of block
Sequence §ife on cols a to b
Renumber program £ines
Unde curnent £ine ediling
Tssue multiple commands
Recalf fast commands
1s4ue nepent commands
Repeat last commands
Dynamic memory management
Memory status display !
On-£ine help
Dynamic speed adjusiment
Mutt.itasking
Range of avaifable colouns
Adjuatable window size/posn
Range of charactler sizes
PROCESS COMMAND FILES
FULLY CONFIGURABLE BY USER
SPECTAL FONTS
HANDLE ANY FILE[ASCII OR NOT)
INSTANT RESPONSE T¢ KEYBOARD

{cause A, form 3)

bzen filled. Don't try to

filename is too long.

Yea
Yes
Ves
Yes
Ves
Ves
Yes
Yas
¥as
Yes
Yes
Yes
Yes
Yes
Yea
Yes
Yes
Yeu
Ves
Ves
Yes
Yes
Yea
Yas
Yes
Yes
Yes
Yes
Yes
Ves
Yes
Yes
Yeod
¥es
Ves
Yes
Ves
Yes
Ves
Yes
Yes
Yes
Yes
Yes
Yed
Yes
Yes
Yes
Yes
Yes
Yea
Yes
Vs
Yes
Yes

Yes
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The error messages can take one of four forms, wnich

the list balow.

Fani ™
Form 1: <madule_name> at line nnn: <error message>
Form 2: <module name> at line nnn: <name> - {error message>
Form 3: <error messag:a>
Form 4: <name> <error message>
where <module name> is the source filename which was compiled into
the code wnere the error was dstected,
nnn is a linz number in the source file.
<erro- message> is one of the error massages listed below.
<name> is a variable or function name.
"ambiguous reference" {(cause A, form 2)
An external variable in one module has zan de-
clared as a glopal variable in two or more othar
modules, instead of the one that is permitted. The —
reference cannct be resolved.
“cannot allocate negative byte count" (cause T, form 1}
"Cannct copy negative byte coant” {(cause C, form 1)
"Cannot make program EXECable" (cause B, form 3)
An attempt to gJe2nerate an executable task has
failed.
“"Cannot skip negative byte count" (cause C, form 1)
" - Can't open" (cause B, form 4}
An attempt to opsn a file has failed.
"Close error" {causz B, form 3)
An attempt to closz a file has failed.
"Dataspace must be at least 1000" (cause A, form 3)
The dataspace specified 1in the command line was N
less than 1000 or greater than 32767.
" - device nams too long" (cause A, form 4)
The specified device nam= is too loag. Use a
shorter name.
"Fatal error reading file" (cause B, form 3}
An attempt to read a file has failed.
“Patal error writing to file" {(cause B, form 3)
An attempt to write to a file has failed.
“"function multiply defin=d" (cause A, form 2)
The same function name has been used in two or more
. modules.
“"function not founid" {(cause A, form 2}
A function reference has been made to a non-
existent function. -
"Instrusztion out of range" (cause C, form 1)
“Invalid instruction" {(cause C, form 1)

Wtmiralid variahlae tumnas" (canee . form 11

are given in



"Literal guzus overflow™”
The spase allocated for temporary storags of string
literals has bzen filled up. Use shorter strings,
or split the function in which this error occurs
into two or more smallzr functioas.

"Local symbol table overflow"
Thz internal space allocated for local variables
has bean filled up. Use fewer local variables in
that function.

"Marcro name table full"™
The internal spare allocated for macro namss has
been filled. Use fewar macros.

"Macro string gueue full"®
The internal space allocated for macro replacement
strings has been filled. Use fewer macros or
shorter strings.

"Missiny token™ One of the following characters or keywords has
been omitted: '}','l','(‘,')',':' , while .

"Multiple defaults"
More than on= dafault keyword has been used inside
a sWitch statement.

"Must assign to char pointer or array"
Youa have tried to initialise a variable which 1s
not a char pointer or array to a literal string.

"Mast be constant expression™
A constant expression was expected, e.g. after ths
case keyword or whan initialising a variable.

"Maist be lvalue" You have an invalid identifier on tha left-hand
side of an assignmant expression, e.g. a functioa
nams or undzsclared identifier.

"Must declare first in block"
Local variables must be declared at thz start of a
block.

"Negative size illegal"
Th= index to an array must not be negative, e.g.
a{-2} is ill=gal.

"Not allowed in switch"
iocal variables cannot be declared in the middle of

a switch statement.

"Not allowad with block-locals"®

"Not allowed with goto®
Local variables cannot be declared in the middle of

a block containing a gote statement; they must be
declared at the start of the function.

"No>t an argument" An illegal argument has occurred in the argumant
list of a function call.

"Not a label” An invalid labal, e.g. a local wvariable, has been
used where a label shouald be used.

"Not in switch" A rcase or deasfault has occurred outside a switch
statemant.



The list of oparations is: {x, y are fleoating-point variables]

acos{x)
acot (x}
asin{x)

azan(x}

atof(str} char *str;

cos{x)
cor(x)
exp{x)
fabs{x}
fadd(x,y)
femp (%, V)
fdivix,y)
float (n)
fmove (x,v)

frmult (X, y)
fneg{x)

fsub(x,y)

froai(x, str) char

int (x)
log(x}
loglo(x)
pow(x,y)
sin{x)
sqrit(x)

tan(x} -

Convert string to float.

Absolute valuz.

Compare: returns <0, 0, >0 for =<y, %=y, %2¥-

Convert integer n to Eloating point number.

Move X tO V.

X-y.

*sty
Convert float to string.

Convert flioat to int.
Natural logarithm.
Log to base 10.

X to thz power y.



beep{dur, piﬁch)

Return is undefinsad.

beeping() Returns 1 if a sound is being made.
- . . . ~
blozsk (fd, width, height, %, ¥y, colour) int ...: .
Draws a solid rectangular block in colour.
border (fd, size, col) int fd, size, col;
Draws a border round a window.
circle(fd, x, v, radius) int £d; float x, ¥, radius;
Draws a circle of given radius at (x,y}.
cls{£fd) int fd: Clears a w~indow.
clsp(fd, switch) int fd, switch;
Clears part of a window or line.
csize(fd, width, height}) int fd, width, height;
Sats the character size in a given window.
cursor (£4, x, y) int fd; fleoat x, y:
Positions the graphic curseor at {X,vy). —
curson{fd) int f4; Enables a cursor.
cursoff (fd) int f£d;
Suppresses a cursor.
dates(str) char *str;
Reads the date into a string. Return is undefined.
date () Returns the date as a long integer. Used 1in the
form *d = date(), where d has bean declared as a
2-element integer array.
day {str) char *str;
Raads the day into a string.
ellipse{fd, x, v, radius, ecc, angle) int £d; float ...
Draws an =llipse.
a - . - L
£il1(fd, switch) int f£d, switch;
Turns area flood on or off.
flash{fd, switch) int fd, switch;
Turns flash mode on or off.
ink{(fd, col} int fd, col;
Ssats the ink colour to col.
keyrow(n} Returns the valu= of keyrow n.
line(fd&, x1, yl, x2, y2) int fd; float ...;
Plots a line.
mode(n) int n; Sets 4 or 8 colour mode. Return is undefined.
pan({fd, n) int f4, n;
Pans a window n pixels right or left.
Kt

panp({fd, n, part)

over(fd, switch)

int f£d, n, part;
Pans part of a window left or right.

int fd, switch;
Sets character-plotting mode.



iteab{n, s, b} int n; char *s; int b;
Converts integer n to a string according to base b.

itod{nbr, str, sz) int nbr; char strl}; int sz;
Converts nbr to a signed character string of size
sz. Result is right-justified and blank-filled in
str.

itoaln, str, sz) int n; char *str; int sz;
Converts unsigned integer n to string str of size
sz. Result is right-justified and blank-filled in
str.

itox{n, str, sz) int n; char *str; int sz;
Converts integer n to hex string str of sirze sz.
Result is right-justified and blank-filled in str.

left{str) char *str;
Removes leading spaces from string str.

lexcmp (strl, str2) char *str, *str2;
Similar to stremp(}, except that a lexicographical
comparison 1is wused, i.e. upper—- and lower-case
characters are considered egual.

lexordex{(cl, ¢2) char cl, cZ;
Returns an 1integer less than, egual to or greater
than =zero depending on wnether ¢l is less than,
equal to or greater than c2 lexicographically.

malloc{n) int n; Allocates n bytes of uninitialised memory from the
task's dataspace. Returns the address if success-
ful, otherwise NULL.

printfi{str, varl, var?, ...)
Formatted print to stdout. For a list of format
options see fprintf.

putc (¢, fd)} char c¢; int £4;
S2nds character te file f4d.

putchar (¢} char ¢; Eguivalent to fputc{c, stdout).

puts{str) char *str;
Equivalent teo fputs(char,stdout} followed by line-
feed.

read{fd, ptr, n) int £d; char *ptr; int n;
Reads n bytes from file fd intc mamory at adidress
ptr.

reverse(s) char *s;
Reverses the order of the characters in string s.

strcat{s, t) char *s, *t;
Appends the string at t to the string at s. HNo
check is made on ths size.

strchr(str, <) char *str, c;
Returns a pointer to the first occurreace of
character ¢ in a string, returns NULL if not found.

stremp (s, t} char *s, *t;
Returns an integer less than, egual to or greater
than O if string s 1is less than, equal toc or
greater than string t.
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availicods} int code;
Returns the numbar of byres of free memory in the
dataspace of the task. This numbar does ndt in-
cludz holes left by previous use of free(). If
there is no free memory, the action taken depenis
on thz value of code: if code = 0, avail{) returns
0; if code != 0, tha task 1s aborted.

calloci{nbr, sz} int nbr, s5z;
Allorcates nbr*sz bytes of zerocad memory from the
task's dataspace. Returns the address if success-
ful, otharwise NULL.

cearge () Returns tha number of arguments in the function
call.
cfree{addr) Frees allocated wmemory, aiddr being the address

previously returned by calloc() or malloc().

delete{str) char *str;
Deletes the [ile whose name is at str.

fclosa(fd) int f£d; Closes file fd, returns O for success, else -1.
fgetc{fd) int fd; Returns the next character from file fd .

fgets({sty, sz, fd) char *str; int sz, fd:
Reads up o sz-1 characters from file fd into
memory at address str.

fopen(nave, mode) char *name, *mdda;
Opens a file by name. Mode points to a string
which is "r" for read, "w'" for write, "a" for
append. Returns the file descriptor fd, which must
be used by other i/oc functions. Returns NULL if

the open tails.

fprintf (str, varl, var2, ... )
Formatted print to file. str is a strinj (eaclosed
in double guontes) specifying how the arguments are
to be converted for printout. With the exception
of conversion spacifications, every character in
str is printed literally. A conversion specifica-
tion is introduced by a percentag: sign and 2nded
with a conversion character. This can be d, o, X,
u, 8, b or ¢, causing conversioa of the argument to
decimal, octal, hexadecimal, unsigned d=scimal,
string, binary or character notatioa, respactively.
Between the percentage sign and the conversion
character tha following sptional characters may be
written:
- a minus sign, specifying left instead of ths
dz2fauit right justification
- a number specifying the minimum width of tha
printed field. If necessary, the field will be
extended. If the length of the converted argu-
ment is less than the field width, the field is
padded with spaces as a default. If the first
character of the field width is a 0, the field
is padded with zeroes
- a second number preceded by a full stop,
specifying the number of characters 2f a string
to be printed
If the character after the percentage sign is not
onz of th2 above, it is printed literally. Tnis
is a way to print the parcentage sign itself.
Each conversion specificatioa corresponds to an
argumznt of the fprintf function, i.e., the number
of conversion specifications and arguments shoald
be the same.



(7 4.12.3 Pointers to functions

It is possible to pass a function as a parameter to another function
via a pointer. In the following example a sorting function is to be
passed to a function called fprint:

fprint(sort)
int {*sort) ()

{

{(*sort) (a,b);

An example for the function call would be fprint(shell} or
fprint{quick}), depending on the name of the sorting algorithm to be
used. Of course, either sorting function needs to refer to the same
number of parameters (two in this example). Observe that the name of

a function without parentheses denctes a pointer to the function
{similar to arrays; see Section 4.5).

4.12.4 Function argqument counts

Few functions expect a variable number of arguments. Only two are
supplied in std lib, printf(} and fprintf{}. If these are not used,
the compiled code may be made more concise and faster by defining
NOCCARGC at the start of a source file, e.g. with

#define NOCCARGC

The vupper case 1is essential. If printf or fprintf are used,
NOCCARGC must not be defined. Of course yeu can restrict the
functions using printf and fprintf tc a separate module.

4.13 The Preprocessor

The DIGITAL ¢ Parser includes a&a 'preprocessor' to facilitate
inclusion of other sources files, conditional compilation and

definition of c¢onstants.

The keywoards which are understocd by the preprocessor and executed
before the start of compilation are listed below.

#include filenams2

Merges the contents of filename into the source file at the place of
the #include keyword.

#define name constant
Gives a name to a constant used in a program, e.9g.

#define MAXLENGTH 92
#defins SPACE v

Note that the preprocessor Statements, not being part of DIGITAL C
proper, do not need the semicolon at the end.

For advanced programners, DIGITAL C also supports conditional
compilation with the keywords

#ifdef name
#ifndef name
felse

#endif

#ifdef checks whether name has been defined in the preprocessor. ;E
so, the following lines are compiled (until a #else or #endif 1s
reached). #ifndef chacks for the inverse condition.



4.11.5 The switch stateuwent
switch{expr)

case constl: statementl

case consti: statementi
gefault: statementl

is equivalent to the SuperBASIC CASFE statement. The expression 1is
evaluated and compared with the 'case' constants. If a match 1is
found, the relevant case prefix marks the place where program
execution continues. If no match is found and there is a default
prefix, the statements following it are executed. Contrary ¢to
SuperBASIC, the case prefix has no influence on the flow of program
control, which continues until either a break statement is executed or
the end of the switch statement is encountered.

4.11.6 The break statement

break
is similar to the SuperBASIC EXIT statement: it exits a while, do ...
while, for, or switch statement, but in case of nested loops only the
innermost one. Program execution continues with the first statement
after the exited statement. Break statements are necessary to avoid
"fall-through' in the switch statement {see above).
4.11.7 The continue statement

continue
is eguivalent to the SuperBASIC NEXT statement: it jumps to the end of
an enclosing while, do ... while, or for loop, causing the next
repetition of the loop to start.

4.11.8 The goto statement

goto label
jumps to a label of the form
label:
within the same function and continues the program from there.
4,11.9 The return statement
return
or
return expr
terminates a function and returns control to the calling function. If

there is an expression after the kKeyword return, it is evaluated and
returned to the calling function. :



4.8 Operators

4.8.1 Unary operators

—expr arithmetic negative

lexpr logical negation

texpr bitwise complement

*eXpy ‘indirection': the result is the value stored at the
address expr

&var the inverse operator to *: yields the address where the
variable var is stored

++var

var++ both increment var by 1

--var

var-- both decrement var by 1

The difference between prefix and postfix notation is best described .

by an example:

PfE(++x>5) . . .

increments X by 1 and compares the result with 5, whereas

while (x++2>5} . . .

compares X with 5 and increments x afterwards.

4.8.2 Binary operators

exprl+expr? arithmetic addition

exprl-expr2 arithmetic subtraction

exprl*expr?2 arithmetic multiplication

exprl/expr? arithmetic division

axprl%expr2 modulo operator

exprl<<expr2 left shift of exprl by expr2 bits

exprl>>expr2 right shift of exprl by expr2 bits —

exprl&expr?2 bitwise and

exprlAexpr2 bitwise exclusive or

exprl|expr2 bitwise not

exprlrexpr?2 exprl is greater than expr2

expri<expr? exprl is less than expr2

exprl>=expr?2 exprl is greater than or eqgual to expr2

expril<=expr2 exprl is less than or equal to expr?

exprl==expr2 exprl is equal to expr2

exprlli=expr2 exprl is not equal to expr2

var=expr; assignment

var+=expr; increments var by expr

The operators -=, *=, /=, %=, (=, >>=, &=, M= and |= work much like
+= . Any of these assignment operators can be used in an expression,
e.g. if{(x=a+b)==5) . . {implicit assignment).

Any operator may be preceded and/or followed by ‘white space' (space .

or tab characters), mainly for clarity's sake: Compare i+++++] and the

egquivalent i++ + ++)

-



4.5 Variable Types

Every variable in a DIGITAL C program must be declared before its
first use. {'Variable' 1s a SuperBASIC term corresponding reughly to
what C calls an lvalue - because you find it at the Left of the '=' in
an assignment.} The ‘scope’ of such declarations will be treated in
section 4.7. The following table shows the different variable types
and the syntax for their declaration.

Syntax Variable tvype

(example)

int a; sixteen-bit integer

char b; character (almost identical with int, e.g. b=' ';
can be replaced by b=32;). DIGITAL C treats all

character variables 1like unsigned 1integers, i.e.,
the most significant byte is cleared to 2zero on

assignment.

int c(const]; {one-dimensiconal) integer array of const elements
starting with ¢ [0}

char dlconst]; {one-dimensional} character array of const elements
starting with dfo]

int *e; pointer to an integer, i.e. an address where an

integer is stored. In an expression, e means the
address and *e the contents of the address, viz.
the integer value. All pointers are themselves of
type integer

char *f; pointer to a character. For explanation see above

int {*g) (): pointer to a function returning an integer. HNote
that the parentheses around *g are compulsory: int
*q() defines a function refturning a pointer to an
integer

char (*h) (}; pointer te a function returning a character;
otherwise see above

More than one variable can be declared in a single statement, €.4g.:
int a, b, cl[32), *4;
declares two integer variables, cne array and one pointer.

It is not necessary to declare a pointer to an array, because the
name of the array itself ({without the brackets) serves this function.

E.g.

int afl2); and int al[12];
*(a+3)=5; al31=5;

both have the same meaning.



Since end has not been declared glecbal, it needs to have its value
passed from read values{) back to main(). This can be accomplished by
two methods. We already know one of them: putting the value in a
return statement at the end of read values() and assigning that value
to help{0]l in main(). This works all right, but only for a single
variable. This is why we have chosen to illustrate the cther method:
passing a pointer to read values{) rather than the variable itself. In
the declaration, *end does not, of course, mean ‘contents of the
address end', but 1is simply the sgyntax for the declaration of a
pointer to a variable.

An array, on the other hand, is declared as such (and not by
pointer} in the function to which 1t is passed.

From the lofty to the mundane: the standard function fgets{str, nr,
fd), which is used in read values(}), reads up to nr-1 characters from
channel fd into a character array strl]; the str argument must be the
pcinter to the array.

The for statement in reverse part() illustrates a convenient feature
of DIGITAL C: multiple statements {(comma-separated) may be used in the
first and third parameters of a for statement; in the second parameter
the && and || operaters render this feature unnecessary.

3.4 Striking Out on Your Own

This concludes our stroll through the most important features of
DIGITAL C. ¥You will find some supplementary information in Chapter 4.
In particular, the explanations of error messages given in Section
4.17 may be helpful in case of unexpected trouble.

Alas, it is in the nature cf the € language that various
infringements of its rules, e.g. referring to a non-existent array
element, do not lead to error messages but to what are euphemistically
called 'unexpected results'. So be prepared to experiment.

The information in this manual should enable you to analyse the
sieve ¢, and perhaps also the sort c file, on your own. After that,
will be ready for just about anything!

May we also remind you again of the literature available for further
study {(Section 1f1).



3.3 Flexing Digital C's Muscles

Our final program takes care of the few important points that have
not been covered yet. It reads nine characters and a number n, and
then reverses the order of the second to nth characters.

#define MAXNOM 8

int start = 2;
char < [MAXNUM};

main()

int end;

char helpll];
readﬂvalues(c,help);

end=atoi (help);
reverse_part(c,start—l,end—l);
write stringl(c);

3

read values(c,end)
char *end,cl];:

char h;

fputs ("Enter 9 characters: ",1};

fgets{c,10,0);

fputs ("\nEnter number of last character to be changed: oLy
fgets(end,1,0);

¥

reverse part(c,x,y)

char cl];

int X,Y;

int h;

for (;x<=(x+y)/2;%++,y-~)

h=c[xj:
cixl=clyl;
elyl=h;

¥

write string(c)
char cl};

fputs("\n",1};
fputsic,l);

¥

The first line introduces us to the 'preprocessor' (something like
the EQU directives in assembler packages), which is also part of the
DIGITAL C package. Any statements prefixed by a hash sign # are
executed before the start of compilation. The most important two are
#include and #define.



A short look at the program shows that it consists of three
functions: main(), wordinput{) and vowelcount()}. wordinput {word) re-
quests a word (terminated with ENTER) from the user, places it in the
variable word and returns no value. vowelcount(word) needs a charac~
ter array as its parameter and returns the number of vowels contained
in it as the function value. We'll look at the internal structure of
these functions later.

The first line of main{) illustrates one of the major differences
between SuperBASIC and DIGITAL C. In DIGITAL C every variable used 1n
a program has to be declared beforehand. Among the wvariable types
supported are integer, single character, integer array and character
array {(the last two are both one-dimensional). The array index is
surrounded by brackets, not parentheses. More than one variable of
the same type can be declared on the same line.

fputs() is another standard library function. It is similar to
puts(}, except that it does not add a linefeed character at the end of
the string and that it needs a channel number as a second argument.
In this case, the standard output channel 1 is used.

Non-printing characters can be printed by means of an ‘'escape
sequence' starting with a backslash. E.g. \n {(newline) wmeans a

linefeed, \t a tab, and \r a return character. If the backslash is
followed by a number, this is interpreted as the octal representation
of the ASCII code of a character to be printed.

The if structure has the syntax

if {condition) oY if{condition}

statement statementl
else

statement?

statement can be either a single statement followed by a semicolon
or a compound statement, i.e. a number of statements enclosed by
braces. Thus no endif is needed or allowed. The same principle holds
for other constructs, e.g. the while loop in function wordinput().

The relational operator != is equivalent to SuperBASIC's <> .

Now for a description of wordinput(}. A function parameter must be
declared immediately after the function name, 1i.e. before the
character. The variables declared within a function (in our example

only i} are local to that function.

while, like if, needs its condition enclosed by parentheses. The
rather cryptic program line

while ({word[i] = getchar{}) != 10}
is only a short way of writing

word[i] = getchar(};
while (wordiil]l != 10}

This often-used feature of DIGITAL C is called implicit aséignment.
Note the parentheses it requires.



3. A THUMBNAIL DIGITAL C TUTORIAL

3.1 A Short Program

The following mini-tutorial would need far too much space 1f it were

toc illustrate every feature of DIGITAL C, let alone if it had to start
from scratch concerning programming principles. We do assume that you

are acquainted with SuperBASIC and that you will consult Chapter 4 for
the finer points.

Let's consider the notorious minimal program in  any language, i.e.
the one that produces the output

Hello, world!

As we know, this can be accomplished in SuperBASIC by the pregram
100 PRINT "Helle, world!"

The corresponding program written in DIGITAL € is somewhat longer:

main{)

{

puts ("Hello, worid!");:

}

Every C program consists of one or more functions, which are rather
similar in concept to both procedures and functions in SuperBASIC. A
DIGITAL C function is defined by writing its name followed by the
parameters in parentheses (parameters are optional, the parentheses
are not) and by the 'body' of the function (i.e. what in SuperBASIC
would come between the DEFine and END DEFine statements) enclosed in
braces {(also called curly brackets}, i.e. { and} .

We can see that the function main(), which constitutes the whole
program shown above, conforms to this function syntax. The name
main() was not selected at random: every DIGITAL C program must

contain a function <called main(), or else the Code Generator will
complain.

Since DIGITAL C syntax does not distinguish between functions and
procedures, a function may be called by assigning its value to a
variable, but it can also be called like a SuperBASIC procedure. In
the example, the latter method is applied to the function puts{arg)
which prints arg, followed by a linefeed, to the default output
channel.

You will have noticed that the only executable statement in the
above pregram is terminated by a semicolon. This 1is required
statement syntax in C.

Every DIGITAL C program automatically opens 3 default channels at
the start of execution. They are for input {(channel 0}, output
{(channel 1) and error messages (channel 2)}. More about channels can
be found in Section 4.15.

By the way, the puts(} function, like all i/o functions and many
others, is not 'really' part of the DIGITAL C language. It was the
aim of the creators of C to define a small and straightforward
compiler, so they restricted the keywords of the original language to
variable type declarations and program—control statements. DIGITAL C,
being a subset of the original € language, sticks to the same
philosophy.



2.5.6 The sample program sort

As a further example cof what can be done with this version of C, an
example text-file-sorting program is included. You will have to
compile this first with, say, the following series of commands and
command lines:

exec mdvl_cc
with command line: mdvl sort -m

exec mdvl cg
with command line: mdvl sort mdvi_sort -s20000

This will create a task file named mdvl sort with a dataspace of 20000

bytes, which is used for a sorting buffer. If the file being sorted
is larger than this, temporary files are created with the name and on

the device specified in the source file mdvl sort ¢. This 1is set to
ram! sort00.$8$ but can of course be changed as desired if you do not
have a RAM disk.

To activate sort, issue the command:

exec mdvl_sort
with command line: <mdv]l sort ¢ —u

which takes input from file mdvl sort_c, sorts the lines, discards
duplicate lines and displays the rest on the screen. A command line:

<mdv1_sortﬂp >mdv]l ordered -u
will do the same but save the results in file mdvl ordered.
Note that tabs in the source file are significant.

Possible command line switches for the sort program are:

- Unique: Discard duplicate lines

-3 Sort in descending order

- Use quicksort instead of the default Shell sort

-c# Sort from column number: e.g. -clO sorts from column 10

—-£47? Sort from field number, with character ? delimiting fields:
e.g., -f2* means sort on the second field, where asterisks
are used to delimit fields. If no delimiter is specified,
‘white space’ (i.e. space or tab characters) is used as the
field delimiter.
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Object module names wmust have the obj extension, which may be
omitted on the command line. Library modules must have a _lib
extension, which must be included in the command line (the Code
Generator uses this to distinguish between object and library
modules) .

Note that the Code Generator expects to see two of the supplied
files on the default device, mc_obj and std lib. Though these must
not be specified on the command 1line (we want to spare you the
drudgery ¢f typing them), the Code Generator automaticatlly searches
for them on the default device and will generate an error if they are
not found.

Possible command line switches are:

-p Pause on error: The program waits for ENTER to be
pressed

-m Monitor progress: outputs original source filenames

-d/dev Set the default device

-nc No command-line request to be included in the

executable program. Omitting this will result in a
command request

-c/name Reads a file for the command line, e.qg.
-c¢/raml _fred will read file raml fred cmd for a
cormmand line. The cmd extension in the
command-file name is mandatory. This doces not

affect any previous switches, but does override any
following ones and all £ilenames.

-sn (where n is a decimal number in the range 1000 to
65535): Sets the dataspace o©f the executable
program to n; e.g. -s2000 sets the program's
run-time dataspace to 2000 bytes. The default is
7000 bytes.

Te generate an executable sieve program called sieve_obj, any of the
following command lines will do:

mdvl sieve mdvl_sieve obj
fipl sieve sieve -p -m -sl000 -nc
sieve sieve

If the TURBO Toolkit is available, the same effect, but without the
Code Generator/Linker stopping for the command line, can be obtained
by the following command:

EXECUTE mdvl_cg; ‘sieve sieve'
2.5.4 Library Generator command line

The command 1line for the Library Generator contains only object-
module names. There are no command-line switches, nor should library
module names be included. Object-module names must have an _obj
extension, which may be omitted on the command line. The output
library module will take the first of the names on the command line,
but with a _1ib rather than an obj extension. For example, the
supplied library module std _lib was produced with this command line:

std fp gdos

with files std obj, fp obj, and qgdos_obj on the default device. Note

that wuse of the Library Generator is compulsory even if library
generation involves only a single file, because the cbject code has to
be converted into a special format.



2.4 Library Generator

The Library Generator is another program written in DIGITAL C for
the QL. It takes a series of ~ompiled object modules, generated by
the Parser, and generates a single library module for use by the Code
Generator. This approach is typically used for C functions which may
be used by several application programs, because the Code Generator
only selects those library functions which are actually used by the
object modules and excludes irrelevant {(unused) functions from the
final executable-code file. The standard library module supplied in
the DIGITAL C package was generated by this Library Gene-atox.

2.5 Program Execution
2.5.1 General rules

All three programs {the Parser, the Code Generator/Linker, and the
Library Generator) are run by using BXEC or a similar command provided
by the various toolkits available. Each program will then request a
command line to inform the program about the action to be taken.

The command line will typically contain a mixture of filenames (NOT
enclosed in quotes) and command-line switches {recognised by the first
character being a -) separated by spaces. A filename 1s specified
either by using the full QODOS name preceded by the device name, €.9.
mdvl xyz ¢ or by relying on a default device and extension provided by

the program, e.g. xyz , or a mixgure of the two, e.g. mdvl xyz or
xyz ¢ . Details of the command lines for the three programs are given
in Subsections 2.5.2 to 2.5.4. Programs may opticnally use the

command-line facility in the Code Generator/Linker (see command-line
switch -nc in Subsection 2.5.3).

The default device is set to mdvl for all three programs. This may
be changed by using: . '

{a) the suﬁplied program config (see section 2.6}

{b}) an editor, such as Digital Precision's The Editor (use
unformatted input mode with overstrike).

The string mdvl_ only occurs once in each program.

If you have Digital Precision's TURBO TOCLKIT, you may use one of
the commands EXECUTE, EXECUTE A, EXECUTE W instead of EXEC. This has
the advantage that the optioﬁﬁstring in these commands may be used to
pass the command line to the program. A sequence like the following
in a SuperBASIC program c<an save a lot of time on repeated
compilations while a program is being tested:

230 EXECUTE A mdvl_cc;’'prog —p -m’
240 EXECUTE A mdvl cg;'prog new prog’-

i

A similar facility is offered by the EX commands availabie on the Thor
and in Tony Tebby's Toolkit II.

A further command-1ine facility, not used by the compiler suite but
usable in OIGITAL C programs (e.g. in the example program sort), is
input/output redirection, which will be dealt with in Subsection
2.5.5. -



1.2 Getting Started

Do curb your impatience to get DIGITAL € up and running right away.
Media have been known to become faulty, and files to be erased by
mistake. Murphy's Law decidedly states that it will happen to YOU if
you fail to make a backup copy of your DIGITAL C medium.

To make a backup copy, put the master disk or cartridge in drive 1
and examine your blank disk or cartridge, checking whether it is
write-protected; if necessary, unprotect it. All kinds of trouble can
result when an attempt 1is made to output to a write-protected
microdrive (this is an unfixable QL bug), whereas the same blunder
with a disk will merely result in a 'read only' error message. So do
use that piece of tape if the write-protect tab is missing. Now
insert your blank medium in drive 2 and type :

LRUN flpl clone Ox LRUN mdvl clone

You will be prompted for the name of the source device and that of
the destination device. when you have answered these questions, you
will be asked whether the destination medium needs to be formatted.
Reply vy or n. When the drives have stopped whirring and the lights
gone out, remove your master medium and stow it in a safe place. Only
the cloned medium should be used henceforth {except for making new
clones in case something happens to the first one). The working c<opy
you have just made is intended to work from drive 1; so put it there
now before continuing. If yor prefer another default device, you can
change this by running the program config (see section 2.6).

Before continuing with DIGITAL ¢, we strongly recommend that you
load the file wupdates doc into QUILL and peruse it for stop-press
information on improvements not contained in the manual.

1.3 Copyright Notice

DIGITAL C, like the rest of DP's programs, is not protected against
unavthorised copying and theft. This has obvious advantages for you,
in that you can make backups freely and transfer the program suite
freely from one medium to another. But the absence of copy protection
has a big disadvantage for us: it means that every time you sell or
give away a copy of DIGITAL C to someone, we lose a sale that would
have helped us to fund more development of QL software.

There is no QL software publisher so large and committed as DIGITAL
PRECISION. But the flow of new QL software from DP, and the
availability of older titles, depends upon the honesty of a circle of
buyers. '

DIGITAL PRECISION will remain active in the OL market for the
foreseeable future, but future products can only appear if people are
willing to pay for them.

~ In effect, against the trend - especially on top-quality products -
we have taken a gamble on your honesty. Please don't let us down.

We offer rewards for information which ehables action (civil and
criminal} to be taken against suftware pirates, big and small. Of
course, we hope to spend ocur time 'more productively!



